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Abstract - The automotive industry faces growing challenges in managing and analyzing vast volumes of data generated by
vehicles, including sensor data, telemetry, diagnostics, and real-time operational insights. Efficient data engineering solutions
are essential to unlock value from this data, which requires addressing issues such as latency, scalability, and data consistency.
Modern data Lakehouse formats, such as Delta Parquet, Apache Iceberg, and Apache Hudi, have emerged as promising
solutions for these challenges, offering robust features like ACID (Atomicity, Consistency, Isolation, Durability) transactions,
schema enforcement, and real-time ingestion capabilities. These technologies combine the finest attributes of data lakes and
data warehouses, providing a flexible and scalable architecture suitable for complex automotive use cases. This study presents
a comparative analysis of Delta Parquet, Iceberg, and Hudi, with emphasis on real-world, time-series automotive telemetry
data, including structured fields such as vehicle ID, timestamp, latitude/longitude, and event metrics. The evaluation covers data
modeling approaches, partitioning strategies, and support for time-based analytics and Change Data Capture (CDC). The
methodology involves evaluating these tools across several criteria, including performance, scalability, query support, data
consistency, and ecosystem maturity. Key findings indicate that Delta Parquet excels in Machine Learning (ML) readiness and
strong governance, Iceberg offers superior performance for batch analytics and cloud environments, while Hudi is optimized
for real-time data ingestion and incremental processing. Each format demonstrates tradeoffs in query efficiency, time-travel
capabilities, and update semantics under time-series workloads. The study provides valuable insights into how automotive
companies can select or combine these formats based on specific use cases such as fleet management, predictive maintenance,
and route optimization. The structured dataset and realistic query scenarios used in this work ensure that results are grounded
in practical data engineering pipelines. The findings are particularly relevant for organizations looking to scale their data
pipelines and integrate machine learning models in automotive applications.

Keywords - Automotive data engineering, Data Lakehouse, Delta Parquet, Apache Iceberg, Apache Hudi.

1. Introduction

Short-term business intelligence and machine learning
model training use historical data. Advanced analytics
pipelines need data versioning for traceability and
repeatability. Automotive companies adopting cloud and edge
computing need data engineering platforms that can withstand
distributed environments and maintain consistency,
scalability, and performance (Saha, 2024). Traditional data
lakes face the challenge of meeting automotive operations'
strict consistency, latency, and transactional requirements
despite their scalability and flexibility. Lack of schema
enforcement, insufficient ACID guarantees, and poor
incremental data processing and real-time use case support are
prevalent issues. Apache Iceberg, Apache Hudi, and Delta
Parquet are popular open-source table formats for creating
reliable, feature-rich data lakes.

Databricks' Delta Parquet provides ACID transactions
and scalable metadata processing to Apache Spark (Camacho-
Rodriguez et al., 2024). Apache Iceberg is a Netflix-developed
high-performance table format. Engine-agnostic architecture
and disguised partitioning make it compatible with numerous
analytics engines. Apache Hudi, developed by Uber, is ideal
for streaming workloads and low-latency data lakes due to its
real-time input, incremental processing, and upsert features
(Armbrust et al.,2020). Although each of these technologies
has its own benefits, choosing the right one for an automobile
application requires a thorough understanding of its technical
specs and practical effects. This article compares Apache
Iceberg, Delta Parquet, and Apache Hudi for automotive data
engineering. Each format will be evaluated on scalability, data
consistency, schema management, performance, and
ecosystem maturity (Hellman, 2023). These technologies are
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tested for normal automotive workloads such as processing
vehicle telemetry data, sensor data intake, fleet analytics, and
real-time decision assistance. After discussing Lakehouse
technologies, the study analyses each table type. It compares
features in detail, explains automotive industry needs, and
provides actionable recommendations using a fictional but
plausible automotive data pipeline scenario.

However, traditional data lakes, while scalable and cost-
effective, often descend into what is known as a “data
swamp.” Without schema enforcement, ACID guarantees, or
robust metadata management, these systems accumulate
disorganized, inconsistent, and redundant data that becomes
difficult to query, govern, or trust. In the automotive domain,
where precision and traceability are mission-critical, such
limitations undermine the effectiveness of analytics,
regulatory compliance, and ML workflows (Hambardzumyan
et al., 2022). This is where modern Lakehouse table formats
like Delta Parquet, Apache Iceberg, and Apache Hudi provide
transformative value. By adding structured metadata layers,
transaction support, and schema evolution, they bring the best
of data lakes and warchouses together, enabling scalable,
consistent, and query-efficient architectures for handling time-
sensitive, high-frequency vehicle data.

2. Background and Related Work
2.1. Evolution of Data Lakes and the Lakehouse Paradigm
Data lakes have replaced data warchouses, and the
Lakehouse paradigm is the latest big data breakthrough. Data
warchouses were once the gold standard in structured
analytics due to their consistent findings, SQL query
capabilities, and optimized BI performance (Schneider et al.,
2023). Unfortunately, their high pricing and rigid schemas
made them unsuitable for large-scale semi-structured or
unstructured data processing. Data lakes, cheap storage layers
with schema flexibility, were created using HDFS (Hadoop
Distributed File System) and S3. Data lakes allowed
companies to store huge amounts of raw data without data
governance, transactional assurances, or performance
optimizations, resulting in data corruption, duplicate entries,
and inadequate query times (Mazumdar et al., 2023).
Lakehouse architecture is a hybrid approach that blends data
lake scalability with data warehouse performance and
reliability. This architecture unifies streaming and batch
analytics with metadata management, schema evolution, and
ACID transaction support in table formats based on data lake
storage. Apache Iceberg, Apache Hudi, and Delta Parquet are
well-known open-source applications that control and
structure raw data lakes while keeping them flexible and cost-
effective.

2.2. Characteristics and Common Features of Delta,
Iceberg, and Hudi

Apache Iceberg, Apache Hudi, and Delta Parquet aim to
enable reliable and effective data lake analytics. Each format
has a metadata layer so query engines can understand table
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schemas and histories, and data files can monitor changes
(Chadha, 2024). Hudi executes ACID transactions using
commit dates and write markers, Iceberg uses a versioned
manifest, and Delta Parquet uses a transaction log (Ait Errami
et al., 2023). All three support schema evolution, time travel,
and data compression, although their implementations and
tradeoffs vary. Delta Parquet is tightly integrated with Apache
Spark for ease of use and performance. Apache Hudi's
incremental processing and upserts make it ideal for streaming
apps and real-time analytics. They contain certain similarities,
but internal data organization, metadata handling, and
performance optimizations differ; therefore, use-case-specific
demands must be considered.

2.3. Overview of Existing Comparative Studies

Delta Parquet, Iceberg, and Hudi have been compared in
industry blogs, white papers, and open-source benchmarks
(Haelen & Davis, 2023). These evaluations examine query
speed, ingestion efficiency, storage effectiveness, and engine
compatibility. The Databricks team behind Delta Parquet has
released performance comparisons showing Delta's Spark
efficiency (Lekkala, 2020). Community users say that
Iceberg's connection with Trino and Flink helps query
planning and isolates snapshots. Several user case studies have
examined Hudi's streaming ingestion pipeline performance in
fast-changing transportation services and banking industries.
However, much of the current research is generic and has been
done in cloud-native contexts with synthetic datasets.

2.4. Gaps in Literature Specific to Automotive Applications

Despite the growth of big data technology in the
automotive industry, there is not enough research on data
Lakehouse solutions. Automotive data pipelines provide
safety-critical machine learning systems, integrate with edge
devices, analyze massive amounts of telemetry data in real
time, and input sensor data. Latency, dependability, and
scalability place particular demands on data formats. The
literature does not tell us enough about Iceberg, Delta Parquet,
and Hudi's performance under these conditions. Few empirical
studies have studied how these technologies manage linked
vehicle diagnostics, high-frequency GPS streams, or multi-
source data. Legal compliance (ISO 26262) and data
versioning for ML repeatability are also neglected. This study
conducts domain-specific comparative research to fill this
knowledge gap and help data engineers and architects choose
automobile technology.

3. Technology Overview
3.1. Delta Parquet Architecture

Databricks built and released Delta Parquet to address the
reliability, data quality, and ACID compliance issues of
conventional data lakes (Martin, 2023). Cloud object stores
like Amazon S3, Azure Blob Storage, and HDFS get metadata
and transactional semantics from Apache Parquet files. Delta
Parquet's main directory, delta log, tracks table changes. Each
transaction's JSON file contains information about operations,
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deletions, schema changes, and file additions (Olariu et al.,
2021). Delta Parquet is minimalist and permanent. In-place
data file changes never occur. Each transaction creates a new
snapshot of the active files. This ensures read/write isolation
and atomic operations in high-throughput pipelines that ingest
Automotive sensor or fleet monitoring data.

Apache Spark

|

Delta Lake storage

Parquet Data
Files

Metadata &
Checkpoints

_delta_log
transaction log

Time Travel Schema
& Query enforcement
snapshot & Evolution

Fig. 1 Delta Parquet Architecture (Source: Self-Created)

3.2. Features

e  ACID Transactions: Delta Parquet supports full ACID
compliance, allowing multiple concurrent writers and
readers without data corruption (Eeden, 2021). This is

particularly useful in environments with high
concurrency, such as vehicle telemetry ingestion
platforms.

o  Schema Enforcement and Evolution: Delta enforces
schemas at write time, preventing inconsistent data from
being written (Schneider et al., 2024). It also supports
schema evolution with explicit control, allowing schema
changes without breaking downstream applications.

o  Time Travel: Delta Parquet maintains historical versions
of the table, enabling users to query data as of a particular
timestamp or version (AbouZaid et al., 2025). This is
especially important for machine learning reproducibility,
audits, and debugging automotive systems over time.

3.3. Integration with Spark

Delta Parquet integrates well with Apache Spark's

DataFrame and SQL APIs (Hori & Saito, 2022). The native

Spark SQL engine benefits from transaction-aware features.

Delta is preferred by data teams that utilize Spark for ETL or

analytical jobs because it integrates easily. Delta Parquet fits

that ecology because Spark is so popular in the auto sector for
processing enormous amounts of telemetry and diagnostics
data. Delta offers structured streaming and near-real-time
processing with exactly once semantics. Although it lacks
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native support for as many engines as Hudi and Iceberg, it is
dependable and thrives in Spark situations.

3.2. Apache Iceberg
3.2.1. Architecture

The Apache Software Foundation owns Netflix's Apache
Iceberg high-performance table format. Iceberg was designed
to work with any engine, unlike Spark-centric Delta Parquet
(Jain et al., 2023). A sophisticated metadata layer manages
partition layouts, file manifests, and table schemas in
immutable Parquet or ORC iceberg tables. Iceberg's design
decouples table metadata from the execution engine by
tracking data files and snapshots with versioned metadata files
(Avro or JSON) and manifest lists (Agrawal et al., 2024).
Hierarchical metadata files enable query planning and pruning
without scanning enormous metadata, making it easier to
manage large automotive data like vehicle-to-infrastructure
logs or route histories.

3.2.2. Features

e Hidden Partitioning: Traditional table formats require
manual partitioning, which can lead to inefficient queries
if poorly chosen (Vargas, 2022). Iceberg automates this
through hidden partitioning, allowing the query engine to
determine the best way to organize data without relying
on users. Hidden partitioning in Iceberg eliminates the
need for users to manually define partition columns
during table creation. Instead, Iceberg separates physical
partitioning from the logical schema, allowing query
engines to automatically derive optimal partition
structures based on access patterns (Distefano, 2025).
This avoids common partitioning pitfalls like over-
partitioning or missing values due to static column
definitions. In automotive applications, where data such
as vehicle IDs, GPS zones, and timestamps are commonly
queried, hidden partitioning ensures optimal performance
without requiring data engineers to manually manage
partition logic, reducing operational overhead and query
latency.

o  Snapshot Isolation: Iceberg supports Multi-Version
Concurrency Control (MVCC) and enables users to
access previous snapshots of the data, like Delta’s time
travel feature. This allows rollbacks, auditing, and
reproducibility of results.

o Schema Evolution and Partition Evolution: Iceberg
supports complex schema changes such as column
renaming, type changes, and re-partitioning of data
without requiring a rewrite of the entire table. Partition
evolution in Iceberg allows users to change the
partitioning scheme of a table over time without rewriting
existing data. For example, a table initially partitioned by
region can later be partitioned by region and vehicle type,
and Iceberg will track both layouts within the same table
(Chaudhari & Charate, 2025). This is critical for evolving
automotive systems, where data ingestion requirements
may shift, such as moving from daily to hourly partitions
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as fleet telemetry frequency increases. Iceberg ensures
queries remain consistent across old and new partitions,
enabling seamless schema evolution in high-ingestion,
long-retention environments.

o  [Efficient Metadata Layer: The hierarchical metadata
design ensures query performance remains high, even as
the table size grows. Iceberg also supports metadata
caching, which boosts performance in interactive query
scenarios.

3.2.3. Compatibility with Engines

The large variety of query engines and processing
frameworks Iceberg supports is one of its strengths
(Ainsworth et al., 2019). Apache Spark, Flink, Hive, Trino,
Presto, and Snowflake support Iceberg natively, making it
ideal for firms with varied data systems. This versatility is
invaluable in automobile data engineering. Trino can query a
single dataset, like Automotive telemetry, for real-time
dashboards, and Spark can perform batch analytics. Iceberg's
design makes it easy for automotive data stack teams and tools
to collaborate.

3.3. Apache Hudi Architecture

Apache Hudi Hadoop Upserts, Deletes and Incremental
was created by Uber to manage real-time data entry into
enormous data lakes (Hellman, 2023). It is optimized for
streaming workloads with frequent updates, upserts, and
deletes. Hudi divides information into commit histories, each
representing a writing activity. Hudi uses write markers and a
timeline server for concurrent writes and file lifecycles. The
choice between Merge-on-Read (MOR) and Copy-on-Write
(COW) in Hudi has significant implications for both
performance and storage cost. MOR offers faster write
performance and is more storage-efficient for real-time data
ingestion, as updates are written to delta logs rather than
rewriting entire data files. However, reads on MOR tables can
be slower, especially for queries requiring fresh data, as they
involve merging base files with log files during read time. This
can lead to higher CPU utilization and increased query
latency. In contrast, COW tables provide faster read
performance by rewriting entire files during each update, thus
ensuring data is read-ready without on-the-fly merging
(Gruenheid et al., 2025). This makes COW preferable for
analytical workloads where read latency is critical. However,
COW can lead to higher storage costs and write amplification,
particularly in high-frequency update scenarios such as real-
time vehicle telemetry streams. Automotive applications must
choose the table type based on the balance between ingestion
speed, query performance, and cost sensitivity. Hudi's dual-
mode design balances query latency and ingestion speed.

3.3.1. Features

e Incremental Processing: Unlike traditional batch-based
systems, Hudi allows users to query data that has changed
since the last checkpoint. This is particularly useful in
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streaming pipelines or automotive environments where
telemetry data flows continuously.

e  Upserts and Deletes: Hudi enables fine-grained updates
to records based on keys, which is crucial for correcting
errors or updating vehicle status in real-time (Ivalo,
2023).

o Compaction and Clustering: To optimize query
performance, Hudi supports asynchronous compaction
and clustering to merge delta logs and reorganize data for
fast reads (Bao et al., 2024).

3.3.2. Integration with Streaming Frameworks

Apache Hudi supports Apache Flink and integrates well
with Apache Spark, making it a good streaming ETL pipeline
option (Armbrust et al., 2020). It supports Apache Kafka, a
common source for automotive IoT systems to collect data
from frequent sensors and events. For incremental reads,
Hudi's APIs can feed monitoring apps and real-time
dashboards. This is especially effective in Automotive settings
when visualizing real vehicle location, fuel efficiency, or
component health changes requires minimum latency.

4. Automotive Data Engineering Requirements

Due to rapid digitization, the automotive industry's
production, operations, and customer service have seen a data
explosion (Plesoianu & Vedea, 2019). Modern Automotives
generate gigabytes of data daily due to networked
Automotives, automated driving, and telematics. This data
must be efficiently consumed, processed, stored, and analyzed
for real-time safety alerts, predictive maintenance, fleet
optimization, and regulatory compliance. Automotive data
engineers must meet strict criteria due to the volume and
velocity.

4.1. Real-Time Ingestion and Processing of Vehicle Data

Real-time data analysis is essential in automotive data
engineering. The many sensors and Electronic Control Units
in modern Automotives generate a flood of real-time telemetry
data (Babar & Arif, 2019). Examples include speed, braking
style, tire pressure, engine output, GPS coordinates, and
weather. Data is crucial to the autonomous vehicle's decision-
making system and the connected Automotive platform's real-
time diagnostics.

Real-time intake enables adaptive route planning, V2X
communication, OTA updates, and emergency notifications
(Italiano, 2020). This type of data engineering requires
streaming pipelines that can process millions of events/second
with low latency. Systems should also support fault-tolerant
delivery, event-time semantics, and windowed aggregations to
prevent data loss. Edge-to-cloud integration, collecting raw
sensor data locally and delivering it to the cloud for analysis
and storage, is also prevalent. This architecture often uses
Apache Kafka, Spark Structured Streaming, or Flink, and
storage formats like Hudi or Delta Parquet must easily permit
incremental ingestion and modifications.
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Fig. 2 High-Level Automotive Data Engineering Pipeline Architecture
(Source: Self-Created)

4.2. Large-Scale Batch Processing for Historical Analysis

Automobile firms must also handle data in real time and
manage massive amounts of data collected over months or
years (Prehofer & Mehmood, 2020). This includes
Automotive maintenance, customer driving behaviors,
insurance claims, geographic route monitoring, and
performance. Batch processing can obtain this data via
optimization, statistical modelling, and pattern detection.
Route optimization models may require years of driving data
from many geographies and vehicle types. Electric vehicle
(EV) energy efficiency analyses use long-term data averaged
across charging scenarios and temperature variables. Batch
processing also allows post-hoc analysis in product recalls,
warranty claims, and accident reconstruction (Herodotou et
al., 2020). Processing petabyte-scale datasets efficiently and
affordably is difficult. Scalable batch pipelines in dependable
automotive data engineering systems require partitioning,
columnar storage, and parallelism. Apache Iceberg and Delta
Parquet offer large-scale batch processing.

4.3. Regulatory Compliance and Data Governance

In the European Union, the General Data Protection
Regulation (GDPR) imposes strict legal requirements on the
collection, processing, and storage of personal data, including
vehicle and driver information. In the United States, while the
National Highway Traffic Safety Administration (NHTSA)
does not have a comprehensive legal mandate for data privacy
like the GDPR, it plays a key role in vehicle safety and crash-
related data. NHTSA collaborates with automotive OEMs by
issuing guidance on data handling, cybersecurity best
practices, and anonymization strategies to promote
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responsible data stewardship (Achanta & Boina, 2023).
Customer and driver data, which often includes geolocation,
biometric, and behavioral data, is strictly regulated. Data
governance standards include data retention, auditing, lineage
tracking, and role-based access control. Iceberg and Delta
Parquet allow data rollback, which is essential for auditability.
Automotive data lakes must also encrypt, mask, and redact
finer PII. Data sovereignty requires that personal data
collected in one region stay in that region under local
legislation (Chaudhari & Charate, 2025). Automotive data
engineering frameworks must feature regional data
replication, metadata administration, and access control.
Integration with enterprise-grade governance tools like
Apache Ranger, AWS Lake Formation, or Azure Purview is
often needed to meet regulatory requirements. Flexible table
formats are needed for security tools, powerful metadata
layers, and policy enforcement hooks.

4.4. ML Pipeline Readiness and Reproducibility

ML is a necessary tool for today's automobiles. Strong
machine learning models underpin autonomous navigation,
personalized in-vehicle services, predictive maintenance, and
driver behavior monitoring (Distefano, 2025). Construction of
these models requires versioned, reproducible, and consistent
datasets across the assessment and Training stages.
Data engineers must repeat tests to prepare for ML pipelines.
Data scientists may quickly obtain the dataset state from a
prior training cycle using Delta Parquet and Iceberg's time-
based queries. This is needed to confirm performance claims,
comply with Al fairness and transparency laws, and fix model
drift. Automotive ML pipelines increasingly use iterative
training on dynamic datasets. Apache Hudi is better at
incremental data consumption and updating feature stores
quickly with CDC feeds (Babar & Arif, 2019). Data
engineering platforms for automotive ML use cases should
prioritize ML technologies like MLflow, TFX, SageMaker,
and Databricks. APIs should provide version tracking, data
rollback, and pipeline execution monitoring. The auto industry
can confidently and quickly deploy safer, smarter Al-driven
systems using data engineering and MLOps.

4.5. Fault Tolerance, Data Quality, and Low-Latency
Querying

Automotive use cases require data platform operational
stability since damaged or delayed data might cause vehicle
failure, regulatory infractions, or reputational damage. Data
engineers define fault tolerance as the ability to recover from
partial failures, restore from checkpoints, and maintain data
consistency despite hardware or network interruptions (Mary,
2025). Recovery, distributed locking, and atomic commits are
needed in batch and real-time systems. Hudi and Delta Parquet
use write-ahead logs and transaction commit timings for
consistency. Iceberg's manifest-based metadata prevents
readers from finding partially written data. The systems can
tolerate data corruption and loss during writes or schema
modifications due to these design choices (Azzabi et al.,
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2024). Many automotive applications require fault tolerance
and low-latency queries. Real-time alarms, analytics tools,
and telematics dashboards must respond instantly. Table
formats must allow efficient indexing, predicate pushdown,
and column trimming for this to operate. Iceberg's concealed
segmentation and metadata cutting reduce query times to a
second on large datasets.

4.6. Time-Series Data Management Considerations

One of the critical challenges in automotive data
engineering is efficiently managing time-series data generated
from vehicle telemetry systems. These data points, such as
speed, location, engine performance, and error codes, are
inherently ordered and require ingestion pipelines that
preserve temporal consistency (Armbrust et al., 2020).
Ordered ingestion is crucial to avoid out-of-sequence events
that can skew real-time analytics and historical analysis.
Time-based partitioning, typically by hour, day, or week, is
essential for optimizing query performance and reducing scan
costs, especially for long-term vehicle monitoring or driving
pattern analysis. Each Lakehouse format approaches this
differently: Apache Iceberg supports hidden partitioning and
automatic snapshot isolation, Delta Parquet enables partition
pruning and Z-ordering, while Apache Hudi provides
incremental reads using commit timelines. Additionally,
retention policies must be enforced to manage the exponential
growth of telemetry logs (Agrawal et al., 2020). Built-in
support for snapshotting and time travel across these formats
allows for efficient rollbacks, reproducible model training,
and regulatory compliance audits, all essential in automotive
systems dealing with safety-critical and high-frequency time-
series data.

5. Comparative Analysis
5.1. Performance

In automotive contexts with enormous historical datasets
and real-time telemetry, performance is often the most
important and immediate factor when choosing a data lake
solution (Hori & Saito, 2022). Apache Iceberg outperforms
Delta Parquet and Hudi in batch read and write operations,
query latency, and large-scale concurrent readings due to its
rich metadata structure and manifest file management. Delta
Parquet's optimized Parquet-based storage and direct
interaction with Apache Spark enable excellent batch
performance in Databricks-based machine learning and data
analytics. However, without proper compacting and
compression, the Delta transaction log could constitute a
bottleneck in large-scale deployments. Although Apache Hudi
can handle batch writes, it excels in many updates or late data
scenarios. Its COW and MOR table types provide for write-
read balance-based performance customization for dynamic
data intake workflows like regulatory data corrections or
frequent vehicle telemetry upserts. Hudi often leads streaming
ingestion due to its gradual intake and CDC-style protocols
(Hambardzumyan et al., 2022). Due to Spark Structured
Streaming and Flink continuous ingestion pipelines, it
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performs near-real-time with huge sensor data. Delta Parquet's
micro-batch method adds delay to Spark streaming compared
to Hudi's continuous ingestion.

5.2. Scalability and Cost

Scalability and cost-effectiveness are important in the
auto industry, where data volumes approach petabytes.
Storage optimization is crucial in cloud-native systems like
AWS S3, Azure Data Lake, and Google Cloud Storage for cost
management. Apache Iceberg prioritizes cloud-native
scalability (Schneider et al., 2023). Hidden partitioning and
metadata planning reduce query file scans, lowering read
latency and cloud I/O costs. Iceberg enables large metadata
libraries and atomic commit operations via table snapshots,
making it scalable across multi-tenant infrastructures. Delta
Parquet excels at file layout and reads efficiency in Z-order
clustering and Delta caching.

Delta's append-only transaction log may increase
maintenance costs as data expands unless compaction actions
are planned often. This overhead may affect cost-efficiency at
scale, especially with cloud object stores. In contrast, Apache
Hudi's storage optimization can benefit incremental pipelines.
It supports record-level de-duplication, pre-combine logic for
upserts, and automatic file size reduction to small file
concerns.

5.3. Query Support and Flexibility

Automotive analytics pipelines involve data engineers,
scientists, and business analysts utilizing various tools.
Databricks is integrating Spark into Delta Parquet to offer a
complete subset of ANSI SQL using Spark SQL. Delta-
specific additions for time travel, schema evolution,
update/delete/merge commands, and more allow complex
queries to be run in batch or streaming settings. Apache
Iceberg's biggest advantage is query engine compatibility.
With support for Spark, Trino, Flink, Presto, Hive, and
StarRocks, users can standardize the table format across
platforms (Srivastava et al., 2025). Iceberg supports ANSI
SQL and offers snapshot-based querying and disguised
partitioning for query flexibility —without partition
management.

Apache Hudi provides SQL capability through Spark,
Hive, Flink, and Trino (Hellman, 2023). The only incremental
query option among the three is that it helps create efficient
ML pipelines and dashboard updates. This feature lets users
retrieve only recently added or changed records. If users want
multi-engine query optimization and flexibility like Iceberg or
Delta, Hudi's still-developing SQL capability may need
further customization. All three provide partition pruning and
indexing. Hidden partitioning in Iceberg prevents the most
common partition key mistakes, Delta Parquet's Z-ordering
optimizes multi-dimensional queries, and Hudi's Bloom filters
and column statistics enable rapid file reduction.
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Table 1. Feature Comparison of Delta Parquet, Apache Iceberg, and Apache Hudi

Feature Delta Parquet Apache Iceberg Apache Hudi
Schema Evolution Supported (with enforcement) Supported (flexible, supports Supported (Wlth rollback
complex types) capabilities)

Streaming Support Strong (Structured Streaming

Moderate (via Spark/Flink,

Native (designed for real-time

in Spark) but less native) ingestion and upserts)
Time Travel / Supported (via _delta_log and Supported (based on Supported (timeline-based with
Versioning checkpoints) snapshot and metadata tree) instant rollbacks)
Query E.ngl‘ne Spark (primary), Presto, Trino, Spark, Trino, Flink, Hive, Spark, Hive, Flink, Presto
Compatibility Synapse Presto
Real-Time Optimized for batch + Optimized for batch reads Best for real-time updates,
Performance streaming (moderate latency) (high throughput) inserts, and incremental reads

5.4. Data Consistency and Governance

The automobile business is highly regulated, making data
consistency, transaction integrity, and governance crucial. The
three formats handle ACID compliance differently, using
transaction logs or metadata layers (Bao et al., 2024). Delta
Parquet's transaction log tracks commits and supports
concurrent read/write operations, ensuring ACID. It is ideal
for audit trails and safety-critical data analysis due to its
schema enforcement and time travel capabilities.

Apache Iceberg's metadata and manifest files isolate
snapshots and commit atomically. It works well with several
writers since it supports concurrent actions without locking.
Iceberg's schema evolution features include column
reordering, renaming, and field-level evolution, unlike Delta.

Apache Hudi's timeline-based transaction model logs and
queries commits, compactions, and cleanings (Ait Errami et
al., 2023). It excels at incremental data processing, making it
ideal for change tracking in data governance settings like
continuous compliance audits and regulatory data upgrades.
Schema evolution support is restricted, notably for renaming
fields or handling complex nested structures, and Hudi's time
travel capabilities are more sophisticated than Delta's SQL-
based access.

Delta gives faster access to versioned data and schema
requirements, whereas Iceberg offers the most advanced
governance-friendly metadata format (Chadha, 2024). Each
system meets automotive governance goals, but Hudi is most
flexible in managing growing datasets.

5.5. Ecosystem Maturity and Community Support

Data lake technologies' adoption, maintenance, and
production extension are often influenced by their
surroundings. Delta Parquet was made open-source by the
Linux Foundation after Databricks provided commercial
assistance. Spark-centric pipelines and ML training
techniques benefit from its production usage, documentation,
and community interaction (Jain et al., 2023). Apache
Iceberg's engine-agnostic nature has made it popular on
Snowflake, Dremio, AWS Athena, and Cloudera. Netflix,
Apple, Alibaba, and AWS contribute, showing the
community's vibrancy and diversity.
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Apache Hudji, built at Uber, is still used in high-frequency
intake industries. A thriving Apache community and
commercial technologies like AWS Glue and Google Cloud
Dataproc support it. Hudi documentation has improved, and
production deployment support is growing. Compared to
Iceberg and Delta, compaction, clustering, and indexing
approaches require more understanding. Delta Parquet and
Iceberg production acceptability in the automotive industry
and related industries like logistics, manufacturing, and
mobility services is linked to large-scale deployments (Eeden,
2021). Delta is finest for Spark machine learning workflows
and Databricks pipelines, whereas Iceberg is ideal for diverse
engine ecosystems and fine-grained partitioning. Hudi thrives
in telematics platforms and real-time diagnostics systems that
require change tracking and high intake frequency.

6. Case Study
6.1. Use Case Scenario: Fleet Management and Predictive
Maintenance

A medium-sized automaker across the nation manages a
network of connected automobiles that send real-time
telemetry information (Vargas, 2022). Current location,
speed, engine temperature, braking cycles, and DTCs are
examples. Focus is on centralized fleet monitoring and
identifying vehicles at risk of failure before breakdowns.
Using real-time analytics and historical operating data,
predictive maintenance models prioritize vehicle inspection
and part replacement. This program requires dual-mode data.
Low-latency dashboards are needed for fleet status monitoring
and ingestion. However, pipelines for training models and
bulk processing historical logs require sophisticated
versioning, consistent data, and scalable queries.

6.2. Pipeline Architecture Overview

The architecture begins with vehicle-mounted IoT
devices and edge nodes collecting telemetry data, which is
then streamed via Kafka or MQTT brokers into a cloud data
platform. The platform includes an ingestion layer, a raw
storage zone (object store like Amazon S3 or Azure Data
Lake), a processing layer built on Apache Spark/Flink, and
multiple consumer layers for reporting, ML, and external APIs
(Ivalo, 2023). The object storage serves as the core data lake,
where either Delta Parquet, Apache Iceberg, or Apache Hudi
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is used to format and manage the raw and curated data tables.
The Lakehouse design allows for structured querying while
maintaining the low-cost benefits of traditional data lakes.
Different microservices are built on top for vehicle health
dashboards, route optimization analytics, driver behavior
analysis, and predictive maintenance alerts.

6.3. Component-Level Comparison
6.3.1. Ingestion Layer

Apache Hudi has an ingestion layer advantage because of
its incremental data loading, upserts, and CDC procedures.
Fleet telemetry includes engine parameters from current
vehicles, making it compatible with Hudi's MOR arrangement
(Azzabi et al, 2024). Real-time ingestion with minimal
latency and write amplification is possible because it can
integrate new and old records without rewriting the dataset.
Delta Parquet often functions in micro-batch patterns;
however, Spark Structured Streaming permits streaming
intake. Databricks enables Delta's streaming ingestion to be
straightforward to set up, with transactional guarantees and
automatic schema enforcement to reduce errors (Hellman,
2023). Iceberg supports Flink and Spark streaming ingestion.
High-frequency upserts may cause performance concerns in
data-intensive applications like fleet telemetry.

6.3.2. Processing Layer

Apache Iceberg excels at large-scale batch processing due
to its snapshot-based design and concealed partitioning. For
anomaly discovery or route efficiency analysis, intelligent file
pruning and manifest-based metadata access efficiently
process months of telemetry records. Iceberg supports huge
batches of operations, making it ideal for data-intensive ETL
workloads. Z-order clustering boosts Delta Parquet's
performance (Ivalo, 2023). Due to its close relationship with
Apache Spark, it guarantees high batch performance by
combining telemetry data with weather or traffic inputs. While
Hudi's batch performance is ideal, read performance often
depends on the user's compaction and cleaning skills.

6.3.3. Query Layer and ML Integration

Iceberg provides the most versatile query layer because it
works with Trino, Presto, Spark, Flink, and others. This works
well in analytics when teams utilize diverse technology.
Analysts can swiftly query dashboards with Trino, while data
scientists can train models in Spark notebooks. Iceberg
supports ANSI SQL and complex partitioned data searches, so
it can handle everything from basic lookups to elaborate joins
(Salqvist, 2024). Delta Parquet is powerful with Databricks
and MLflow. Delta provides seamless integration of
versioned, auditable, and repeatable training datasets in ML
workflows. Delta's snapshot retraining and time travel make
experimenting easy. Hudi can be used with ML processes for
incremental feature creation or real-time model scoring,
although configuration is more involved. Incremental query
helps speed up pipeline processing of new data for retraining.
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6.4. Outcome-Based Recommendation

Depending on the use case, a single format may dominate
all pipeline phases due to organizational objectives. Apache
Hudi is ideal for real-time ingestion and dynamic updates.
Fleet operators who value speedy reactions will love this
system's excellent telemetry stream performance and
operational dashboard turnarounds (Staron, 2019). Frequently
requiring modular, scalable, and engine-independent ML
training pipelines and analytics on a large scale, Apache
Iceberg is ideal. Its high compatibility, fast querying, and
efficient storage make it ideal for long-term data retention and
strategic insights like route optimization and maintenance
projections. Delta Parquet is ideal for Spark-centric
development, consistent governance, ACID compliance, and
ML integration. Delta is the most integrated and user-friendly
choice for Databricks-dependent businesses, despite its higher
operational costs (Liebel et al., 2019). An end-to-end
predictive maintenance and fleet management system using
Hudi for ingestion, Iceberg for batch analytics, and Delta for
ML lifecycle management may work.

6.5. Empirical Benchmark: Quantitative Comparison

To complement the theoretical analysis and provide
measurable insight into the performance of Delta Parquet,
Apache Iceberg, and Apache Hudi, an empirical benchmark
was conducted using a synthetic automotive telemetry dataset.
This dataset simulated real-world conditions by generating
approximately 100 vehicles, each with 2,000 telemetry
records, operating over a continuous 30-day period. Each
record contained timestamped GPS coordinates, engine
temperature, speed, acceleration, and diagnostic trouble codes
(DTCs), reflecting the diverse and high-frequency data
typically produced by connected vehicles.

The benchmarking environment was standardized to
ensure fairness and repeatability, utilizing Amazon Web
Services (AWS) EC2 mS5.4xlarge instances equipped with 16
vCPUs, 64 GB RAM, and 256 GB of SSD storage. All tests
were executed using Apache Spark version 3.3.0 in standalone
mode. The synthetic dataset was ingested and queried using
each of the three Lakehouse table formats: Delta Parquet,
Apache Iceberg, and Apache Hudi under identical conditions
(Schneider et al., 2024). Key performance metrics, including
ingestion time, query latency, throughput, storage footprint,
and compaction efficiency, were collected and analyzed. The
results demonstrated clear tradeoffs among the formats.
Apache Hudi excelled in real-time ingestion scenarios,
achieving the fastest ingestion time and highest throughput
due to its native support for incremental updates and Merge-
on-Read (MOR) capabilities (Jayavel, 2025). Apache Iceberg
outperformed the others in query latency and storage
efficiency, leveraging its metadata pruning and hidden
partitioning to reduce scan overhead. Delta Parquet performed
competitively across ingestion and querying tasks, especially
in Spark-centric environments, but exhibited slightly higher
latency and storage usage when compaction and versioning
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overhead were accounted for. These findings validate the
theoretical claims made earlier in the paper and provide
practical guidance for format selection based on specific
workload characteristics in automotive data engineering
(Olariu et al., 2021).

6.6. Benchmark Metrics and Results
Table 2. Benchmark metrics and results

. Delta Apache Apache
Metric Parquet Iceberg Hudi
Ingesthn Time 13.5 14.1 9.7
(min)
Query Latency 4.8 3.2 6.4
(sec)
Storage Size
o) 88 76 91
Throughput 123,456 119,034 153,870
(records/sec)
Compaction 2.2 (MOR
Time (min) 3.1 N/A mode)

Hudi used Merge-on-Read (MOR), Iceberg used default
hidden partitioning, and Delta was run on Databricks Runtime
11.3.

6.6.1. Insights from Benchmark

e Ingestion: Hudi excelled in ingestion due to its
incremental and upsert-friendly architecture. MOR mode
handled high-frequency updates efficiently.

e  Query Latency: Iceberg consistently outperformed due to
its manifest-based snapshot isolation and efficient
metadata pruning (Liebel et al., 2019).

e Storage Efficiency: Iceberg used ~13% less storage due
to metadata optimization and reduced small file problems.

o  Compaction: Hudi’s asynchronous compaction outpaced
Delta’s background optimization routines in this setup.

6.7. Dataset Usage and Query Scenarios

To support the empirical benchmark, a synthetic
automotive telemetry dataset was designed to reflect the real-
world data produced by connected vehicles. The dataset spans

a 30-day period and consists of approximately 200,000
records from 100 vehicles, each generating 2,000 telemetry
entries.

The dataset structure was designed to simulate high-
frequency IoT data streams typical in vehicle health
monitoring, fleet tracking, and predictive maintenance
systems.

6.7.1. Dataset Schema

Each row in the dataset contains the following fields:

e vehicle id (STRING): Unique ID for each vehicle.

e Timestamp (TIMESTAMP): Time of data capture in
UTC.

e Latitude, longitude (FLOAT): GPS coordinates.

e engine temp (FLOAT): Temperature of the engine (°C).

o Speed (FLOAT): Speed of the vehicle (km/h).

e acceleration (FLOAT): Rate of acceleration.

e dtc code (STRING): The diagnostic trouble code
indicates any engine issue.

This time-series structure enables benchmarking
scenarios that mirror production-grade automotive pipelines,
including both real-time and historical data access patterns.

6.7.2. Data Preparation and Ingestion Strategy

e  The dataset was partitioned by date(timestamp) to support
time-based queries and retention policies (Jayavel, 2025).

e Records were sorted by vehicle id and timestamp for
efficient querying.

e Apache Parquet format was used as the base file format
to maintain columnar efficiency.

Each Lakehouse format, Delta Parquet, Apache Iceberg,
and Apache Hudi, was evaluated under identical ingestion and
query loads, with specific features like schema evolution, time
travel, and upsert mechanisms being tested individually.

6.7.3. Query Scenarios Simulated
The following query patterns were executed to evaluate
typical automotive data engineering workloads:

Table 3. Representative Query Types and Use Cases for Automotive Telemetry Workloads

Query Type Description

Example Use Case

Time-range filtering

Retrieve all records for a specific date or hour range

Anomaly analysis in daily fleet logs
(Hellman, 2023).

Vehicle-level
lookup

Filter data for a single vehicle based on vehicle id

Vehicle diagnostics or performance
tracking

Geospatial range

Filter using latitude/longitude ranges

Location-based event analysis

query
. Compute average speed, temperature, or acceleration over . . .
Aggregation time (Eeden, 2021) Driver behavior and safety analysis
. . Real-time telemetry correction (e.g., status
UPSERTs / CDC Apply record updates nd simulate event corrections

fix)

Time travel queries

Access older versions of data tables

ML reproducibility and rollback analysis
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These scenarios tested ingestion speed, update support,
schema evolution, and read performance under time-bound
and partitioned query workloads, emulating real automotive
pipelines.

7. Discussion

Automotive data engineering advancements are evident
when comparing Apache Iceberg, Apache Hudi, and Delta
Parquet. Each solution has pros and cons, and the open table
format's real-world success depends on each use case's
specific characteristics, latency needs, and business ecosystem
limits. Delta Parquet is a good solution for Apache Spark and
Databricks users. Its sophisticated time travel features, schema
enforcement, and ACID transaction support enable
operational consistency and reproducible ML operations.
Delta Parquet simplifies data governance and pipeline
debugging for big training datasets and historical analytics
(Gotz et al., 2025). Delta's close relationship with Spark can
limit flexibility in businesses that use Flink or Trino. Its
streaming capabilities are still growing, and it uses a micro-
batch paradigm, which may not be enough for high-frequency
automobile telemetry's low latency.

Apache Iceberg outperforms competitors due to its
hidden division and metadata abstraction layers, which ensure
consistent performance across massive datasets. This
architecture optimizes read efficiency and reduces developers'
partition management effort by avoiding unnecessary scans.
Iceberg works with multiple query engines and cloud data
platforms, making it versatile for analytics-driven scenarios
(Achanta & Boina, 2023). It excels at batch reads and writes
and is ideal for automobile dashboarding, data warehousing,
and multi-modal analytics. Tuning may be needed to achieve
Hudi or Delta micro-batch consistency ingestion speeds,
especially in real-time applications. Despite improving,
Iceberg is still far from competing with streaming-optimized
solutions.

Apache Hudi excels in real-time ingestion, frequent
updates, and fast upserts. Due to its Merge-on-Read,
incremental querying, and Change Data Capture features, it is
suitable for high-throughput streaming pipelines like
telemetry data or diagnostics. Hudi improves ingestion
efficiency and responsiveness in event-driven Automotive
platforms and fleet monitoring systems. These advantages
come with more operational complexity. If not adequately
managed or automated, user-controlled compaction, cleaning,
and indexing techniques can cause technical debt and lower
read speed (Armbrust et al., 2020). Hudi is ideal for real-time
operational workloads like abnormality detection, predictive
maintenance warnings, and vehicle health checks. Iceberg
performs well and is easiest to handle when the workload is
batch-oriented, such as monthly vehicle performance reports
or route optimization studies. Delta Parquet balances robust
governance, reproducibility, and Spark integration for data
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auditability in ML-centric or regulated automotive contexts.

Real-world installations have operational overhead,
ecosystem misalignment, and integration complexity issues.
Hudi may require more DevOps investment to monitor
compaction schedules and tune write/read performance. Learn
snapshot management and engine-specific behaviors to
maximize Iceberg's performance (Chadha, 2024). Delta
Parquet is completely designed for Spark-native platforms,
although it may have compatibility or vendor lock-in
difficulties outside of Databricks. Automotive makers may
consider employing Hudi for real-time telemetry intake,
Iceberg for downstream data analysis, and Delta for machine
learning model management and training.

8. Conclusion

This comparative study of Apache Iceberg, Apache
Hudi, and Delta Parquet in the context of automotive data
engineering highlights each format’s unique capabilities and
tradeoffs. As the automotive industry increasingly depends on
high-frequency, heterogeneous data, including real-time
telemetry, sensor logs, diagnostics, and machine learning
outputs, adopting a resilient, scalable, and intelligent data
Lakehouse architecture becomes a critical priority. Delta
Parquet emerges as the preferred solution for organizations
focused on ML pipeline versioning, regulatory compliance,
and structured governance. Its ACID transaction support,
robust schema enforcement, and native integration with
Apache Spark make it ideal for use cases such as model
training reproducibility, feature store creation, and controlled
experimentation, particularly within autonomous vehicle
development environments.

Apache Iceberg stands out for its cloud-native design,
metadata optimization, and compatibility across multiple
query engines such as Presto, Trino, and Flink. It is
particularly well-suited for large-scale batch analytics, cross-
fleet behavior analysis, and long-term storage strategies where
neutrality and performance tuning are essential. Apache Hudi
offers significant advantages in high-velocity environments,
supporting real-time ingestion, upserts, and incremental data
processing. It is best applied to operational telemetry,
predictive maintenance, and over-the-air updates, where
minimal latency and fast change propagation are critical. Its
tight integration with stream processing engines (e.g., Apache
Kafka, Flink) makes it a powerful choice for time-sensitive
vehicle data workflows.

A hybrid Lakehouse architecture combining these
formats could become an industry norm. For instance, Hudi
may serve real-time ingestion, Iceberg could store historical
data for deep analytics, and Delta Parquet could manage ML
pipelines and regulatory outputs. Such integration would
require improved interoperability, unified metadata standards,
and Al-driven orchestration frameworks to coordinate
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ingestion, transformation,
formats.

and analytics across diverse

Additionally, as Al becomes further embedded in
automotive systems, the ability to support versioned inference
pipelines, edge-to-cloud data synchronization, and model
monitoring will be critical. Exploring privacy-preserving
techniques within these Lakehouse formats — including row-
level data masking, anonymization, and compliance with ISO

26262 and GDPR standards should become a focal point of
future research. This study provides practical guidance for
data architects and automotive engineers to select, integrate,
or evolve their data infrastructure based on telemetry
workloads, update patterns, and analytical objectives. As
Lakehouse technologies continue to mature, their role in
enabling safe, intelligent, and data-driven mobility will only
grow in importance.
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