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Abstract - Businesses today use modern computing technologies such as Big Data and Machine Learning in their daily 

operations, which require effective management of large amounts of data. Relational data formats are no longer suitable for 

these applications, and NoSQL data formats are preferred. The use of cloud infrastructure offers advantages such as 

scalability, availability, and resource maintenance, but data security remains a challenge. Although cloud vendors provide 

encryption features, they may not be sufficient for sensitive data. To address this, some businesses use their encryption 

methods, but retrieving data from an encrypted form may not be possible. While specific encryption methods support the 

processing of encrypted data without decryption, there is no complete implementation of secure processing for NoSQL data 

from MongoDB or other databases. The proposed methodology, called CryptNoSQL, provides a secure way to query and 

process NoSQL data, including updates on encrypted data. We introduce a customized database design model that selects an 

appropriate encryption method during the insertion of a document based on the type of field and the operation it will be 

involved in. Our experimental results demonstrate that our approach is suitable for organizations with sensitive data hosted 

on the cloud and that require frequent query operations on this data. 

Keywords - Secure data processing, Cloud security, Homomorphic, Order processing encryption, NoSQL. 

1. Introduction 
As computing increases in various domains, a vast 

amount of data is generated. The domains are not specific, 

but it covers many areas like social networking, public 

relations, health care systems, banking systems, security 

management systems, government body management etc. 

These types of domains use various forms of data, including 

text data, numeric data, custom objects, date, email, custom 

objects, audio, video, animations etc.  In some domains like 

banking and finance, transactions securing data while 

operating is of utmost importance. On the other side, as the 

data generated is enormous, organizations prefer to store and 

operate the data from Cloud. Many public cloud providers 

offer various data protection techniques to secure data stored 

in the cloud. However, the techniques offered by cloud 

providers to secure data are under the control of cloud 

administrators, and there are chances of data leakage by any 

curious cloud administrator. Because of this reason, security 

techniques provided by cloud services are not recommended. 

Hence it is required to encrypt the data using our encryption 

method before uploading it to the cloud. The application 

should support retrieving and querying this encrypted data 

without compromising security. Continuous research is 

ongoing on querying and retreating information from various 

forms of encrypted data without decryption. The various 

forms of data include plaintext, relational data(SQL), non-

relational data(NoSQL), images, videos etc.  

Data security is not new and was considered over a 

decade ago. Security Methods and level of access keep 

changing according to the type of applications used along 

with data, the format of data and its access methods.  

Suppose the data or information is in its format without 

storing it in a data store or database. In that case, security 

becomes easy as the same can be encrypted depending on its 

format. However, applications involving multiple data forms 

use data storage or database. In this scenario, careful 

observation is needed to identify which part of the data is to 

be secured. Initially, Relational Database is the popularly 

used data store depository best suited for various categories 

of applications. Some of them are Employee Management 
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Systems, Payroll Systems etc. The data stored in the database 

is considered secure if stored in a Private Secured Network 

of organizations.  However, once the data is moved to the 

cloud environment, security is the primary concern as it is 

part of the Public Network [1-3]. CryptDB [4] provides one 

of the solutions for this problem. The author created a proxy 

where data is encrypted before uploading it to the database, 

and a given query can be operated directly on Encrypted 

content.  

As computing technology improves, the type of data 

used in their applications are also changing. Nowadays, most 

applications are making use of data in a Non-relational 

format. NoSQL is a ―Not Only SQL‖ format used in most 

applications. Data is stored in various types [5] in NoSQL, 

including Key-value pairs, Column-oriented, Document 

Store and Graph-Based.   

Choosing an Appropriate Security Mechanism for data 

stored in these various models is very important [6]. In 

Secure NoSQL[7], the author proposed a proxy architecture 

which encrypts numeric data with Order Preserving 

Encryption (OPE) and Textual data with AES. The NoSQL 

query operates on Encrypted Data by encrypting the data 

values in the query and executing them on a NoSQL 

database. This work is implemented on Key-value pairs in 

JSON format.  

The proposed system only compares sorting, groups and 

equality. Any modifications to data stored in databases, like 

additions and multiplications, are not supported in Secure 

NoSQL [7].  In [8], The author proposes a similar scheme as 

mentioned in Secure NoSQL [7] by removing separate 

security plans. In [9, 10], the author proposed Security-as-a-

Service for NOSQL databases. This system does not support 

updating a numeric value over Encrypted data. In [11], The 

NoSQL database is decomposed into two parts - one with 

Numeric data, which contains indexed and numeric columns.  

The remaining data does not contain fields to compare. 

The first part is encrypted with OPE to enable comparisons 

over Encrypted data [12]. The second content database part is 

encrypted with AES, which only retrieves documents by 

query results from the first document. As the data is 

decomposed, retrieving all data from both partitions takes 

extra processing time. 

Moreover, this does not support updating a numeric 

value with addition or subtraction. All existing proposed 

models to secure NoSQL databases use OPE along with 

AES, which supports only Queries with comparisons, 

sorting, logical and grouping operations. They do not support 

updating queries by adding or subtracting a value.  

This paper proposes a methodology that supports all 

query operations, including addition or subtraction in various 

queries. We use OPE, AES, along with Homomorphic 

Encryption to accomplish this. We also use a customized 

plan to increase throughput by using a customized plan to 

decide on which column to be used for encryption involving 

what type of operations. 

The main contributions of this paper are: 

 Provides customized NoSQL database design to choose the 

type of encryption used based on the type of operations  

 Proposes a methodology which supports various types of 

querying on encrypted NoSQL database based on 

conditions 

 Proposes a methodology to support updating encrypted 

NoSQL data, including adding or multiplying a value 

based on some conditions without data loss. 

The rest of the paper is organized as follows. In section 

2, we discuss standard encryption methods used in our work. 

Section 3 discusses designing a customized security plan 

according to application requirements, and the proposed 

methodology of CryptNoSQL is explained in Section 4.  

Section 5 presents the system to implement the common 

NoSQL operations. In section 6, the Implementation of 

CryptNoSQL is discussed. Finally, in section 7, the results 

and performance of the work are presented. 

2. Preliminaries 
The backbone of any cryptosystem is its fundamental 

encryption methods used. This section discusses various 

public and private encryption methods proven to be strong 

enough for any secure processing models. As part of our 

proposed work, we use the following encryption systems. 

2.1. AES-DET Encryption 

Advanced Encryption Standard (AES) is a popular 

encryption method which provides strong security in the 

context of various attacks. The key size used in AES could 

be 128, 192 or 256 bits, and the block size is 128 bits. With 

Pseudo Random Initialization Vector (IV), AES generates 

different cypher text for the same plain text elements. 

Because of this feature, it is considered an RND encryption 

method. In the context of processing Encrypted data without 

decryption, AES-RND only helps retrieve a single document 

or complete database and does not help retrieve data with 

queries, including conditions.  

In order to provide an equality comparison, DET 

encryption is used. DET encryption generates the same 

ciphertext values for the same plain text elements. Hence it 

provides support for queries involving equality comparison. 

AES with fixed IV can be implemented as DET encryption, 

wherein it provides Strong Encryption (AES) along with 

query execution (only equality) on Encrypted data. 
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2.2. OPE 

Order Preserving Encryption (OPE) was proposed [13]. 

As its name suggests, it preserves the order between data 

values even after encryption. Although it is not completely 

strong and leaks the order information, it is suited for 

requirements when data security and processing support on 

encrypted forms are required. 

Let x and y be plain text elements and, after encryption with 

key K, generate OPE(x) and OPE(y). 

As per the principle of OPE, it retains the order between the 

encrypted values. i.e 

If x < Y, then OPE(x) < OPE(y) will be satisfied. 

2.3. Homomorphic Encryption 

Homomorphic Encryption allows computations to be 

performed on Encrypted Content without Decryption [14]. 

After much research, [15] provides the algorithm for Fully 

Homomorphic Encryption, which supports both 

Multiplication and Addition on encrypted data [16].  

However, it is not easy to implement. Because of its 

difficulty, Fully Homomorphic Encryption can be 

categorised into two types [17]: Additive Homomorphic 

Encryption and Multiplicative Homomorphic Encryption. An 

additive homomorphic algorithm has the property as shown 

in Equation 1. 

E ( x ) * E ( y ) = E (x + y )                (1) 

As Equation 1 shows, the sum of two encrypted values can 

be found by multiplying two. 

Whereas, Multiplicative homomorphic encryption has the 

following property. 

E ( x ) * E ( y ) = E (x * y )     (2) 

As mentioned in Equation 2, the multiplication of two 

values can be obtained by decrypting the multiplication of 

two encrypted values. Additive Homomorphic Encryption 

can be implemented by Paillier [18] Cryptosystem, and 

Multiplicative Encryption can be implemented by RSA[19] 

and ElGamal [20] schemes.  

In our proposed work, Additive Homomorphic Feature 

supports Addition operations over Encrypted Content. 

Paillier Encryption method encrypts numeric values before 

storing them in a NoSQL database to support Addition 

operations on Encrypted Content. Similarly, Multiplicative 

Encryption supports Multiplications over Encrypted data. 

RSA Encryption is used to encrypt values before storing 

them in a database. 

3. Customized Design Plan 
The main contribution of this paper is to propose a 

methodology which makes querying and updating values 

possible even on encrypted data. We use various encryption 

algorithms to achieve this. Which security system to be used 

depends on the column type and required operations in which 

the column is going to involve.  In general primary index key 

or field of any NoSQL collection is not involved with any 

comparison or update operations. As a result, the index fields 

are encrypted with only AES, which supports querying 

documents based on equality and provides high security. The 

properties of documents, which involves comparisons only, 

are encrypted with OPE. Another type of field involved in 

updations frequently is encrypted with Paillier Encryption 

and OPE encryption to support addition and multiplication, 

respectively.  

The encryption can be customized with a customised 

database design before data uploading. The key points about 

customized database design are: 

 For the more sensitive fields, they are to be encrypted with 

AES, which provides strong security.  This field supports 

querying using only the Equality check. 

 The fields that involve only comparisons can be encrypted 

with OPE so that this field supports querying based on 

equality and comparison. 

 The fields that involve updations will be encrypted using 

Paillier and RSA to support additions and multiplications 

on encrypted data. 

 Fields involving both Querying based on comparisons and 

updations will be encrypted with OPE, Paillier and RSA so 

that they supports Querying based on comparisons and 

updations. 

This process of creating a customized security plan is 

shown in Figure 1 and described in Table 1. A sample 

employee JSON document representing it after storing it in 

the NoSQL database using a customized security plan is 

shown in Figure 2 for reference. While storing the 

documents, column and table names are also encrypted with 

AES. For understanding purposes, column names are shown 

with actual names in Figure 2. 

4. Proposed Methodology 

With the help of customized database design, the 

proposed system ensures to execute comparison and update 

queries on encrypted NoSQL data hosted on the cloud. To 

provide security to data at all levels of operations, a layer of 

functionality is required to encrypt new data to be uploaded 

or any involved in the query before sending it for execution. 

This functionality is implemented in the Intermediate layer or 

client system. At the server, another layer of functionality is 

required to implement homomorphic updations on encrypted 

data.  
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Fig. 1 Customized database design plan for NoSQL databases 
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Fig. 2 Sample employee JSON representing encrypted document in database 

 
Fig. 3 System model 

The system design of our proposed system is shown in 

Figure 3.  
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Table 1. Customized database design plan 

Type Encryptions used Encryption Type 

If the field involves only equality, check AES Private Key Encryption 

If the field involves only comparison OPE Private Key Encryption 

If the field involves only numeric updations Paillier, RSA Public Key Encryption 

If fields involve both comparisons and updations OPE,  Paillier, RSA Public Key Encryption 

 

This key is used to decrypt the results of query 

processing. This layer can be included as a separate layer of 

functionality and run as a mediator between clients and 

server database systems. It is possible to include this 

functionality in the client system, provided the client should 

have the facilities to implement it. 

4.2. Server Layer 

This layer of functionality becomes active at the time of 

executing updations operations. As stated above, to support. 

In homomorphic encryption, the fields are encrypted using 

RSA and Paillier.  

Adding or multiplying a value with any encrypted value 

stored in the database cannot be done as the size of the result 

will not fit into the database. In this case, the update 

operations are implemented as follows: 

Step-1 : The server layer retrieves the value stored in that 

database that needs to be updated 

Step-2 : It also receives encrypted operands from the 

client layer. 

Step-3 : The server layer implements homomorphic 

addition/multiplication using modified algorithms 

based on the type of operation needed. The output 

of this step is adjusted so that it does increase in 

size. 

Step-4 : The newly generated value is then stored back in 

the database. 

All the above steps are carried out entirely on encrypted 

content. Hence complete security of the data is guaranteed 

despite the implementation of various operations. 

The server Layer runs in the same enrolment where the 

database is hosted. The reason behind this is to execute 

update() queries faster. There is little delay in connecting and 

fetching the data from the NoSQL database as the server 

layer runs in the same environment where the database is 

hosted. 

4.3. Key Management Service 

Key Management Module responsible for generating 

vital keys for Encryption Schemes used in the system. The 

Encryption methods used in our system are 

1. Advanced Encryption Standard (using fixed IV): This 

Encryption scheme encrypts text data and other values 

that are not involved as query parameters.  

2. Order Preserving Encryption (OPE): This Encryption 

scheme supports queries with comparison and sort 

operations. This scheme maintains the order of plain text 

elements even after decryption; hence it helps in 

processing queries involving comparison and sort 

operations. We are using the Boldyreva [21] 

implementation of OPE. 
3. Homomorphic Encryption: This encryption scheme 

allows computations on Encrypted content—the ordinary 

update operation on a field of NoSQL data stored in 

addition or multiplication. For additions, the Paillier 

Encryption method is called Additive Homomorphic 

Encryption. For multiplications, RSA encryption is 

termed Multiplicative Homomorphic Encryption. 

The Key management module generates and manages 

the keys between users and data administrators. The 

Encryption algorithms used in our works are AES-DET, 

OPE, Paillier and RSA. Table 2 shows the Encryption 

algorithm name and size of the key and cipher text. 

The 128-bit key size is the most commonly used key 

size for AES, and it provides a very high level of security. 

The 192-bit and 256-bit key sizes provide even more robust 

security but may be slower and more resource-intensive. The 

same thing applies to OPE also. Hence we are using AES 

and OPE with key sizes of 128 bits. 

RSA and Paillier, being a public key encryption system 

with a 2048-bit key, provides a high level of security and is 

generally considered secure for most purposes. However, as 

computing power increases, larger key sizes may be 

necessary to maintain the same level of security. As RSA and 

Paillier are involved in computations, we tested performance 

and the operations with key sizes of 128 bit, 256 bit, 1024-

bit, and 2048-bit. The key management module's role is to 

share the Keys generated in the initial process with 

respective users in a secure channel. All the generated keys 

are stored as Map, which is also encrypted separately. The 
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Encryption keys are shared with authorized clients so that 

retrieved data can be decrypted on the client side after 

completion of querying. 

5. NoSQL Operations  
This section covers the implementation process for 

commonly used NoSQL operations. These operations are 

essential functions for applications that use NoSQL data to 

meet business requirements. In MongoDB, these operations 

are called functions, not commands. 

5.1. Storing Documents – db. collection.insert() 

The storage module is part of the Client / Intermediate 

layer responsible for encrypting the data to be uploaded into 

a NoSQL database. The new data to be uploaded can be a 

single document or multiple documents in the form of a 

JSON file. If it is multiple documents, each document will be 

read from a JSON file and encrypted before storing it in the 

NoSQL data store.   

The functionality of the storage module is depicted in 

Figure 4. After reading the data from input documents, the 

element type is retrieved. The encryption algorithm will 

depend on the Customized design plan discussed in the 

previous section. The encryption method is applied to field 

values in such a way that it supports respective query 

operations. This is summarized in Table 3. 

5.2. Reading the Documents Based on Search Criteria – db. 

collection.find() 

Retrieving documents from any NoSQL database can be 

done in various ways. Retrieve one particular record based 

on an equality condition on the index field, retrieve some 

documents based on a condition or retrieve all documents. 

The query contains input values in the first two cases to 

check for equality and comparisons. Hence the input values 

are to be encrypted using OPE before executing the query.  

In the third case, because there are no input values, the 

query with only encrypted column names can be executed 

directly. In the first two cases, the type of encryption is 

chosen based on an input value. If the input value is numeric 

and the search criteria contain comparison, then the given 

input value is encrypted with OPE. The table and column 

names are also with AES for all queries before sending them 

to the MongoDB server. If the input value is not numeric and 

the search criteria are equal, it is encrypted with AES to 

compare for equality. This complete process is shown in 

Figure 5. 

5.3. Updating One or More Documents - db.collection. 

update() with $inc and $mul 

There are some situations where values in some 

documents need to be updated. An example salary of an 

employee needs to be incremented in the payroll system, or 

the account balance needs to be added to the deposited 

amount in the banking system etc. Using the Homomorphic 

encryption property, updating the value of numeric fields can 

also be done on encrypted data without decryption.  

According to the homomorphic property, to perform 

addition or multiplication on encrypted data, the ciphertexts 

need to be operated upon, which yields the same result as the 

actual addition or multiplication of the plaintexts. However, 

the multiplication of two ciphertext numbers results in large 

numbers that may not fit the database filed size. With the 

algorithms proposed in our previous contribution [22], it is 

possible to perform unlimited additions or multiplications on 

ciphertexts without increasing the size of the result, making 

it suitable for storage in a database at any time. Update 

queries generally contain an operand to be added or 

multiplied with document property value.  

In this case, the type of encryption used to code a given 

operand depends upon the type of updation. Suppose the 

query is trying to add an operand value to the database. In 

that case, it is encrypted with Paillier encryption, or if the 

query is trying to multiply some value with the database, 

then the RSA cryptosystem will be used. Because of their 

Homomorphic property, we can update the Database content 

with additions or multiplications without even decrypting the 

destination value. This process is shown in Figure 6. 

6. Implementation 
The proposed work CryptNoSQL applies to document-

based NoSQL databases. This work can be extended to other 

models of NoSQL databases with slight modifications in the 

module. MongoDB is one of the most popular document-

based NoSQL databases, so the proposed work is 

implemented on this.  

The same can be applied to other document-based 

NoSQL databases also. We have installed MongoDB 5.0.9 

Enterprise version on Windows 10 operating system running 

on Intel Core-i5 8th generation platform with 8GB RAM. 

The proposed CryptNoSQL is tested on a sample json dataset 

downloaded from Github generated by MdAhemdian [23]. 

We have used one lac document of plaintext data from this 

dataset.   We have created four NoSQL databases with 256-

bit, 512-bit, 1024-bit and 2048-bit key sizes concerning RSA 

and Paillier encryption systems.  

The processing time of inserting, querying, and updating 

data are compared.  All four databases are uploaded in 

MongoDB, and performance is monitored by executing 

various queries on all three databases. The work 

CryptNoSQL is implemented in JAVA, and it is running 

under Java VM version 8. The Java components are 

connected to the MongoDB database using the API provided 

by MongoDB [24, 25]. 
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Fig. 4 Storage model 
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Fig. 5 Processing of queries with conditional operations 
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system is considered for performance evaluation. The queries 

to be executed on CryptNoSQL can be categorized into three 

groups. 

1. Find() queries to Read the documents based on certain 

conditions 

2. Update queries which include addition or substitution 

operations 

3. Update queries which include multiplication or division 

operations 

 

 
Fig. 6 Processing of queries with update operation

In NoSQL database applications, data is queried more 

often than inserted. Data insertion can occur through initial 

bulk uploads or dynamically inserting individual documents 

as needed. As a result, the performance of insertion 

operations is not typically evaluated because they occur 

infrequently and have minimal impact on the overall system 

performance. In the following subsections, we will discuss 

the query evaluation for find() and update() operations. 

7.1.  Reading Documents with Comparison Operators 

In the first category, the find() method is used to select 

or retrieve all documents or some documents based on 

specific conditions on document variables. For example, a 

query can retrieve documents of all employees where the 

employee salary is greater than some threshold value. The 

corresponding query is given below: 

 

db.data.find({sal:{$gt:500000}}) 

This query retrieves all the documents of employees 

with CTC greater than five lacs. In this proposed system, all 

numeric values are encrypted with Order Preserving 

Encryption, Paillier Cryptosystem and RSA Encryption to 

Support comparisons and perform addition and 

multiplication operations on documents. 

In comparison, the operand value used in the query is 

encrypted with OPE and table and column names are 

encrypted with AES. The Processing time of the above query 

includes the time required for encrypting the table name, 

column name using AES and comparator value using OPE. 

The table name and field name encryption is constant for all 

types of queries and hence is not included in performance 

analysis.  
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We have generated three MongoDB databases 

containing 100,000, 500,000, and 1,000,000 records, 

respectively. We evaluated the processing time required to 

execute a sample query on all three databases, and the results 

are presented in Table 4. The corresponding graph is shown 

in Figure 7.  

Figure 7 illustrates that the response time does not 

increase proportionally with the database size. Consequently, 

there is a slight decrease in response time as the number of 

documents in the database increases. 

7.2. Updating Documents 

Some update operations include replacing a property's 

existing value with a new value or performing an operation 

with existing value. In the first case, it is possible to replace 

the other existing value with a new encrypted value using the 

equality condition in the query.  

 
Fig. 7 Response time comparison for query operation with OPE 

 
Fig. 8  Encryption and processing time of updating a document with $inc operator 

 
Fig. 9 Encryption and processing time of updating a document with $mul operator 
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Fig. 10 Storage size of NoSQL databases with different key sizes 

Table 4. Processing time of executing find() with comparison in various database sizes 

 
Processing time in milliseconds 

Database with one 

lac documents 

Database with five 

lac documents 

Database with ten 

lac documents 

Number of records returned 55606 277846 556112 

Average encryption time of OPE 

(to encrypt comparator value) 
6 6 6 

Database processing time 

(time taken for query execution by MongoDB) 
95 230 421 

Total time taken for find() query with 

comparison 
101 236 427 

Table 5. Encryption and processing time of updating a document with Paillier encrypted field 

  

Paillier encryption Key-size 

256 Bit 512 bit 1024 bit 2048 bit 

Encryption Time (in Milliseconds) 0.55 2.25 14 71 

Db Processing time (in Milliseconds) 115 129 165 227 

Table 6. Encryption and processing time of updating a document with $inc with RSA encrypted field 

 
RSA encryption Key-size 

256 bit 512 bit 1024 bit 2048 bit 

Encryption Time (in Milliseconds) 0.22 1.12 8 40 

Db Processing time (in Milliseconds) 109 125 160 204 

Table 7. Storage overhead 

 Key size of RSA and Paillier 

 Unencrypted db 256 bit 512 bit 1024 bit 2048 bit 

Storage size in  (MB) 9.27 134 246 461 896 
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In the latter case, existing value will generate new value. 

Some of the operations to generate new value include adding, 

subtraction or multiplication with new value. Paillier or RSA 

cryptosystems with Additive or Multiplicative homomorphic 

properties support these operations.  

The performance of update operations is evaluated 

against four NoSQL databases of One lac records encrypted 

with 256-bit, 512-bit, 1024-bit and 2048-bit key encryption 

with RSA and Paillier encryption systems. The document 

already has different encrypted values using Paillier and RSA 

to support additions and multiplications.  

An example update query is implemented with two cases. 

Case-1 : To increase an employee's salary by Rs.1,00,000-

00, the operand value is first encrypted using the Paillier 

encryption scheme. The encrypted value is then transmitted 

to the server module, which retrieves the corresponding 

encrypted salary of the employee and performs a 

homomorphic multiplication between them. The resulting 

value is capped to the actual size of the salary field and 

stored back into the database. Figure 8 and Table 5 provide 

information on the processing times required for adding 

Rs.1,00,000 to an employee's salary. 

Case-2 : To triple an employee's salary, the operand value 

of 3 is first encrypted using the RSA encryption scheme. The 

encrypted value is then transmitted to the server module, 

which retrieves the corresponding encrypted salary of the 

employee and performs a homomorphic multiplication 

between them. The resulting value is capped to the actual 

size of the salary field and stored back into the database. 

Figure 9 and Table 6 provide information on the processing 

times required for multiplying an employee's salary by a 

value of 3. 

The Figure 8 and Figure 9 shows that, the processing 

times of the NoSQL database are not increasing with 

encryption key sizes of RSA and Paillier encryption. It 

performs well with the increased key size and provides better 

security. 

7.3.  Storage Overhead 

Encryption algorithms generate cypher text of more 

length for a given plain text to ensure maximum security. In 

CryptNoSQL, all the fields are encrypted to provide secure 

processing of NoSQL data. This results in an increase in 

storage size. Table 7 and Figure 10 show the storage size 

occupied by four NoSQL databases, each with one lac 

records encrypted with 256-bit, 512-bit, 1024-bit and 2048-

bit encryption. 

8. Conclusion and Future Work 

This work proposes a secure implementation of various 

NoSQL operations, including updations. The work is 

implemented as a proxy, which operates on the top of the 

NoSQL database and takes care of the encryption and 

decryption process while uploading documents into the 

NoSQL database and while querying. The proxy is also 

responsible for updating documents based on given criteria 

without decryption.  

This work provides a secure way of executing most of 

the common operations on NoSQL databases without 

decrypting the data on the server side. Hence it ensures that 

no data leakages the while retrieving and querying also.  

This work is suitable for NoSQL data models of Key-

value pairs and Documents based, and we will extend the 

same work to other NoSQL database models, graph-based 

and object-based models. 
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